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Abstract

Gaining an understanding of unfamiliar software systems is hard. Existing support tools are based on studies of the information sought by software developers, but often the developers themselves do not know what to look for. Here an alternative is proposed: by studying the information ‘pushed’ from software experts to new developers during onboarding, the information provided by the experts can be analysed and compared to the information ‘pulled’ by the new developers. The content and presentation of this data will inform tool design for onboarding support.

1. Introduction

An experienced software developer needing to understand an unfamiliar codebase may receive guidance from co-located experts. However, experts may be unavailable [3] (for example, attending a long meeting, or working in a different timezone or for a different company) and the developer is left to puzzle out the code alone. Program comprehension is a difficult task that is not well supported by current tools [7]. This is a barrier to participation in open source development [10] and a source of frustration to commercial developers [4]. Improved tools and techniques would support developers in the absence of system experts.

2. Related work

Even after many years of experience, software developers struggle to comprehend unfamiliar code [4]. It may take four or five months [8] before mentored new developers are able to work independently.

When experts are available, their help is invaluable. Studies of onboarding [8][11] show experts’ roles as mentors, passing on a wealth of social and technical information that would otherwise be difficult to obtain. Experts are able to mentor without training, using highly interactive conversation to inform the new developer and check their understanding.

However, sometimes experts are unavailable [3]. In this case, developers may need to investigate a broad cross-section of code before they can make successful changes to the system [6]. They may also be unsure of how to approach maintenance tasks and unaware of other developers’ knowledge of the system.

Some tool support for unguided exploration is available, and is often based or evaluated on theories of program comprehension (e.g. [9][11]). Evidence for these theories includes experiments and case studies. For the results to generalise to commercial software development, the studies must be realistic. However, comprehension experiments often recruit students instead of professional developers, or involve unrealistic tasks on small codebases, and so the results may hold true only under those conditions. Case studies and realistic experiments (e.g. [5]) provide more reliable data for understanding developers’ practices and requirements [2].

In addition, both of the approaches described here only study the information ‘pulled’ from unfamiliar code by developers. There are no known studies of the information ‘pushed’ to software developers by experts, and so this information is unavailable for informing tool design.

3. Proposed study

A series of real-world case studies is proposed. Each study involves going into a company to record genuine onboarding sessions. The experimental setup is similar to [6] but with screen capture in addition to audiovisual recording, so that references to on-screen text can be clearly understood. The setup has been tested in a mocked-up onboarding scenario.

This data will be transcribed, coded and analysed to answer the following questions:

- What information about the code’s design is passed from experts to onboarders?
- What methods of presentation are used to pass on this information?
1. How much of the information passed on was available in the code or documentation, and how much is kept solely ‘in people’s heads’? [4]

2. What are the differences between information sought by onboarders and provided to them by experts?

Collection of this data is difficult to arrange; this presents a risk to the study. Alternative sources of data include student programming projects and open source projects; however, each has its drawbacks and the conclusions may not generalise to commercial software development.

The second stage of the study is to use these findings to inform tool design for onboarding situations:

- Can we automatically extract any of this information from source code?
- Is the experts’ presentation of the data appropriate for the onboarder?
- Would a tool based on these findings support developers during onboarding when experts are unavailable?

Studying real-world onboarding situations will provide the data to answer these questions and contribute to our understanding of the requirements for good software development tools.

4. Contributions

Studying the information ‘pushed’ from experts to newcomers is a novel approach to improving tools to support onboarding. Real-world, empirical data is a strong foundation for designing tools and ensures that they address relevant issues for software developers.

There are no studies recording the order in which experts teach parts of their system. Collecting and interpreting this data to inform visualisation design will be a novel contribution.

Effective software visualisation is an ongoing research area. Evidence of real-world production and use of diagrams to explain software will feed into the discussion on effective ways to visualise software, and the suitability (or otherwise) of existing software development artifacts.

5. Conclusions

Mentoring provides valuable social as well as technical support, and should not be replaced even if that were possible. However, tools that support the comprehension of unfamiliar code would provide support to the developer when expert help is unavailable.

This paper outlines a proposed study into the information ‘pushed’ from software experts to new developers. The data collected from the case studies will complement existing studies of information ‘pulled’ by developers from the code. This is intended to lead towards the development of better tools for program comprehension.
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