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ABSTRACT

Product line approaches are well-known in many manufacturing industries, such as consumer electronics, medical systems and automotive [1]. In recent years, approaches with a similar background have rapidly emerged within Software Engineering, so called Software Product Line (SPL) approaches [2], [3].

As automotive manufacturers and suppliers design and implement complex applications, such as driver assistance [4], they strive for mechanisms that allow them to implement such functionality on integrated platforms. This offers the opportunity to build a variety of similar systems with a minimum of technical diversity and thus allows for strategic reuse of components. This has resulted in a growing interest in SPL approaches both in the software engineering and the automotive systems domain.

This paper discusses the increasing importance that SPL approaches could play within the context of Automotive Systems Engineering. To accomplish this, we first provide an overview of the major challenges faced by Automotive Systems Engineering [5]. We then present a selection of SPL approaches, which could provide solutions for the described challenges. To complement this we make the case for empirical evaluation as a basis for well-founded decisions and selection of techniques.

Finally, we present in-depth discussion of how the approaches and techniques outlined can be used to address the identified challenges. The paper concludes with an overview of open research questions and expected benefits for the development of automotive systems.

INTRODUCTION

Product line approaches are well-known in many manufacturing industries, such as consumer electronics, medical systems and automotive [1]. In recent years, approaches based on similar paradigms have rapidly emerged within Software Engineering, so called Software Product Line (SPL) approaches [2], [3].

As automotive systems get more and more complex and software-intensive manufacturers and suppliers face numerous challenges, such as the handling of complexity and variability, the need for integrated platforms and architectures and the inherent conflict between limited time and resources and high-quality products. In this paper we explore and discuss the contributions SPL approaches could make to provide solutions for these challenges.

The remainder of the paper is structured as follows: In the next section we give an overview of challenges faced by automotive engineering. Next, we first explain (on a general level) which role SPL Engineering could play within automotive systems engineering. We then discuss particular approaches which could offer solutions to the challenges discussed in the preceding section. We finish the paper by outlining related work and drawing conclusions.

SPL IN AUTOMOTIVE ENGINEERING

For more than 30 years reuse has been the long-standing notion to solve the cost, quality, and time-to-market issues associated with the development of software-based systems [6]. A major addition to existing reuse approaches since the 1990s are software product lines (e.g., [3], [7], [8], [9], [10], [11]). A software product line is a set of software-intensive systems sharing a common, managed set of features that satisfy the specific needs of a particular market segment or mission and that are developed from a common set of core assets in a prescribed way [7]. The basic reuse philosophy of software product lines is intra-organisational reuse through the explicitly planned exploitation of similarities between related products. This philosophy has been adopted by a wide variety of organisations and has proved to substantially decrease costs and time-to-mar-
ket and increase the quality of their software products (e.g., [7], [8], [9], [10], [11]).

Software product lines are particularly important to the automotive domain as car suppliers tend to integrate and combine more and more software functionality such as driver assistance, car dynamics, and airbag control systems on powerful platforms on different makes and models to meet different requirements across multiple markets. Many suppliers and manufacturers already use a product line approach so as to be able to build different variants of their products for use within a variety of automotive systems (e.g., [7], [12], [13], [14]).

In the software product line context, software products are developed in a two-stage process, i.e., a domain engineering and a concurrent application engineering process, as depicted in Figure 1 (e.g., [3], [8], [15]). The domain engineering process is responsible for establishing the reusable platform [3]. The platform consists of artefacts such as the requirements specification, architecture documentation, design specification, implementation, and test cases. Domain engineering defines the commonality and variability between product line members. It involves, among other activities, the implementation of an adequate product line architecture and a set of reusable software components such that the commonalities can be exploited economically while retaining the ability to vary the products.

The application engineering process is responsible for deriving product line applications or products from the platform established in domain engineering. It exploits the variability of the product line and ensures the correct binding of the variability to the specific needs of the customer. In many industrial organisations, these artefacts consist of both hardware and software components (e.g., [16]). Domain and application engineering is also known as core asset and product development (e.g., [7]).

Domain and application engineering are typically supported and coordinated by the technical and organisational management. The technical management supports co-operation between domain and application engineering. It includes tasks such as project planning, configuration management and support by software tools. The organisational management must create a basis that supports the technical activities within the existing organisational structure. Besides, it must ensure that the business goals of the product line are specified and communicated. In addition, the organisational management is responsible for the commitment of sufficient resources for the development of the reusable artefacts such that the advancement and effective use of those artefacts is ensured.

The idea behind a product line approach to product engineering is that the investments required to develop the reusable artefacts during domain engineering are outweighed by the benefits in deriving the individual products during application engineering (e.g., [7], [11]). A fundamental reason for researching and investing in approaches and technologies for product lines is to obtain the maximum benefit out of this upfront investment – in other words, to minimise the application engineering costs of automotive systems.

Clements et al. [7] provide a product line practices framework that describes essential practice areas as well as the relationship of these practice areas within system and software engineering, technical management, and organisational management. The framework identifies 29 practice areas that need to be considered when moving from single system development to product line development (see Figure 2).

The idea behind a product line approach to product engineering is that the investments required to develop the reusable artefacts during domain engineering are outweighed by the benefits in deriving the individual products during application engineering (e.g., [7], [11]).

Clements et al. [7] provide a product line practices framework that describes essential practice areas as well as the relationship of these practice areas within system and software engineering, technical management, and organisational management. The framework identifies 29 practice areas that need to be considered when moving from single system development to product line development (see Figure 2).

**Figure 1 – Software Product Line Engineering**

Clements et al. [7] provide a product line practices framework that describes essential practice areas as well as the relationship of these practice areas within system and software engineering, technical management, and organisational management. The framework identifies 29 practice areas that need to be considered when moving from single system development to product line development (see Figure 2).

**Figure 2 – Practice Areas in Product Line Development (adapted from [7])**

For example, the practice area “Scoping” refers to the specification of products and features that should be in scope for the product line under consideration. Scoping requires inputs from market analysis, business case and technology forecasting. The result provides a clear guideline of “what to build” during the development. It also provides support for the development of the re-
required core assets. Other practice areas refer to similarly important topics of product line development and help to address and avoid common pitfalls.

CHALLENGES IN AUTOMOTIVE ENGINEERING

We will now present some challenges that automotive engineering faces today. These have been collected from a review of the relevant literature [4, 5] as well as from workshops with industry partners.

REDUCTION OF COMPLEXITY

Many automotive suppliers and manufacturers such as Cummins [7], Bosch [12] [17], DaimlerChrysler [14], and Volkswagen [18] use a product line approach so as to be able to build different variants of their products for use within a variety of automotive systems. The size of the product lines is usually large since only in this case significant economies of scale can be achieved. Therefore, automotive software platforms are typically developed in such a way that they can be customized and used in hundreds of products (e.g., [17]). These platforms can easily incorporate thousands of variation points and configuration parameters.

Managing this amount of variability is extremely complex and requires sophisticated modelling techniques. In particular, there is a strong need for appropriate approaches that support the different stakeholders in carrying out their development tasks in complex software product line efforts with a large number of variants [19].

IMPROVED ARCHITECTURAL DESIGN PRACTICES

Software architectures for automotive systems need to be comprehensive enough to capture and describe the multi-functionality and all related issues. A comprehensive architecture should provide a sophisticated structural view that covers all the aspects that are relevant to different kinds of stakeholders such as drivers, passengers, maintainers, and production staff. A comprehensive car architecture should be described at different levels such as functionality level, design level, cluster level, hardware level, and deployment level [5].

Architecture and interface specification is another big challenge in software engineering for automotive systems. There is general lack of suitable and reliable methods to accurately and sufficiently provide interface specifications. This is particularly important in the automotive industry because of its distributed mode of software development.

From software to systems engineering

Traditionally the design, manufacturing and assembly of cars relied on a modular approach, which required that each component was as independent as possible from others. However, in recent years we see more and more complex functions (such as occupant protection systems or driver assistance systems) which (1) require complex control processes (which lead to software-intensive implementations) and (2) require the integration with various subsystems in the car (which results in clusters of hardware and software components that are highly integrated and interdependent).

This change in implementation structures has to be reflected in the engineering processes used to create these structures. Hence, automotive engineering has to adapt methods and techniques from software engineering. But that’s not enough. What really is required are approaches that incorporate both hardware and software components and their interplay. Hence, we have to move on from software engineering to system engineering.

IMPROVED EVIDENCE IN MODELING AND EVALUATING QUALITY ATTRIBUTES

A quality attribute is a non-functional requirement of a software intensive system, e.g., reliability, modifiability, performance, usability and so forth. According to IEEE Standard 1061 [20], software quality is the degree to which the software possesses a desired combination of attributes. Quality is a major issue for automotive systems engineering. Like any other domain, software quality is fundamental to any automotive system’s success. However, quality as a concept is very challenging to define, describe and understand. This aspect of any system has very strong subjective interpretation. That is why it is vital to systematically elicit and precisely define quality aspects of a software intensive automotive system. There are a number of classifications of quality attributes. McCall listed a number of classifications of quality attributes developed by software engineering researchers including himself [21]. A later classification of software quality is provided in [22].

An examination of quality definitions, meanings and views in [23] describes quality as hard to define and measure but easy to recognize. However, quality experts including some with a software background have proposed models, e.g., [24], [25], [26], not to measure quality itself but to measure surrogate attributes which, when combined, can provide a notion of the quality of the product. While, there are several quality attributes required by different automotive systems, there are two main quality attributes that must be satisfied at a level required by the law of a country, where an automobile is going to be sold. These two quality attributes are reliability and safety.

Legislation at national levels, European Union and global levels along with market place demand is directing the automotive industry to comply with more stringent safety levels, increasing reliability levels, higher fuel efficiency and low emission levels [27]. The AUTOSAR standard is a move to establish an open standard for automotive embedded electronic architecture. AUTOSAR tries to achieve modularity, scalability transferability and reusability of functions. However there is
no formal verification of reliability and safety concerns or formal (mathematically based) testing in AUTOSAR.

DESIGN AND EVALUATING ARCHITECTURES FOR FAMILY OF SYSTEMS

Software architecture provides the key framework for the earliest design decisions taken to achieve functional and quality requirements [28]. Architecture for a family of systems also helps identify the commonality among different systems and explicitly document variability. As we have mentioned architecting automotive systems is a complex and challenging design activity, and architecting a product family is even more challenging. It involves making decisions about a number of interdependent design choices that relate to a range of design concerns. Each decision requires selecting among a number of design options; each of which impacts differently on various quality attributes. Additionally, there are usually a number of stakeholders participating in the decision-making process with different, often conflicting, quality goals, technical and project constraints, such as existing platforms, cost and schedule [29].

Apart from the challenge of devising optimal architectural solutions, specifying the architecture and interfaces of components of an automotive system is a difficult task, which poses several kinds of challenges. Usually OEMs (Original Equipments Manufacturers) have to provide an overall architecture of the automotive systems in its cars and distribute these to potential suppliers of systems and components who do the implementation. The AUTOSAR standard is a move to establish an open standard for automotive embedded electronic architecture. AUTOSAR tries to achieve modularity, scalability transferability and reusability of functions. However, even if the architecture and components are specified using AUTOSAR, there is still no checking of conformance or conformance validation. Hence, there is a need for specific methods and tools to validate that those implementations actually conform to the specifications and that the combination of the various implementations conforms to the OEMs' specifications.

ARCHITECTURE KNOWLEDGE MANAGEMENT

We have mentioned that designing and evaluating software architectures of a family of systems in automotive domain involves complex and knowledge intensive tasks. The complexity lies in the fact that tradeoffs need to be made to satisfy current and future requirements of a potentially large set of stakeholders, who may have competing vested interests in architectural decisions. The knowledge required to make suitable architectural choices is broad, complex, and evolving, and can be beyond the capabilities of any single architect [30]. Due to the recognition of the importance and far reaching influence of the architectural decisions, several approaches have been developed to support architecting processes. Examples are the Generic Model for architecture design [31], Attribute-driven design [32], Architecture Tradeoff Analysis Method (ATAM) [33], 4+1 views [34], Rationale Unified Process (RUP) [35] and architecture-based development [36]. While these approaches help to manage complexity by using systematic approaches to reason about various design decisions, they provide very little guidance or support to capture and maintain the details on which design decisions are based, along with explanations of the use of certain types of design constructs (such as patterns, styles, or tactics). Such information represents architecture knowledge, which can be valuable throughout the software development lifecycle [37].

Lack of a systematic approach to capture and use architecture knowledge may preclude organizations from growing their architecture capability and reusing architectural assets. Moreover, the knowledge concerning the domain analysis, architectural patterns used, design alternatives evaluated and design decisions made is implicitly embedded in the architecture and/or becomes tacit knowledge of the architect [38].

INCREASED PROCESS EFFICIENCY

Reduction of costs-per-product, shorter time to market

One of the greatest challenges for engineering approaches are the conflicting goals of creating products with a sufficient quality level and reducing the costs-per-product. On the one hand, components have to fulfill the required quality criteria, especially for safety-relevant functions. On the other hand, in automotive engineering we have to deal with target costs which are fixed in advance and hence dictate the resources which are available for component design and implementation. This conflict has to be dealt with by approaches and process models that allow for efficient creation of components with the required quality level.

Seamless model-driven development

The intelligent use of models promises to be one of the major foundations for efficient processes in automotive systems engineering. Models can be used to describe the different forms of knowledge which are captured and transformed during the engineering process, such as requirements, high-level or detailed design, implementation or test cases. This is the foundation for tooling and automation, which in turn promotes efficient engineering processes [5].

However, the current usage of models in automotive systems engineering is insufficient and is far from realizing its full potentials. For instance, models are used in isolated areas, without an integrated flow of information. Often models are used only in a semiformal way as a form of communication on the whiteboard or as illustrations in a textual specification.

This lack of clearly and precisely defined semantics undermines the use of real model-driven approaches, where models are expressive enough to be used in pow-
erful interactive tools and the automatic derivation of further artefacts including the implementation.

**Balancing agile approaches with plan-driven development**

Traditionally automotive systems engineering, especially when performed in an industrial scale, is dominated by systematic and plan-driven approaches. Similar systematic and plan-driven approaches have been promoted in software engineering – focussing on process structures, comprehensive documentation, contracts and plans. These fixed and rigid approaches have been criticized by the, so called, Agile Software Development community which values “individuals and interactions, working software, customer collaboration and responding to change” instead [39].

Under certain conditions it might be beneficial to introduce similar agile approaches to automotive systems engineering. So far, however, it remains unclear under which conditions this is appropriate and how agile approaches can be balanced and integrated with plan-driven processes.

Although SPL and Agile approaches both aim to increase the efficiency of the software development process and shorten the time to market, they address this challenge from different perspectives (flexibility vs. controlled process) which – at least at first sight – seem to be contradictory.

So it remains an interesting research challenge to identify conditions under which a combination of agile and plan-driven approaches is beneficial – and how the special constraints of automotive systems engineering, such as the rigid quality and safety requirements, influence such scenarios. A related challenge is the question how agile approaches can be scaled up [40] to meet the requirements of large, industrial SPL projects as they are found in the automotive industry.

**APPROACHES TO ADDRESSING CHALLENGES**

We are now going to discuss approaches that address the challenges we identified earlier.

**VISUALLY INFORMED VARIABILITY MANAGEMENT**

As mentioned in the previous section, industrial size automotive product lines can easily incorporate thousands of variation points and configuration parameters for product customization. A promising approach to address the complexity problem in automotive systems engineering is to improve the efficiency of variability management and product derivation.

Variability management is the process by which the variability of the product line development artefacts (e.g., architectural models, software components, and hardware components) is planned, documented, and managed throughout the development lifecycle. Variability management supports critical product line engineering tasks such as product derivation.

Variation points identify locations in product line artefacts at which variation will occur [41]. The binding time refers to the moment in a product’s lifecycle at which a particular variant for a variation point is bound to the system, e.g., pre- or post-deployment. A realisation mechanism refers to the technique that is used to implement the variation point. A variant is an artefact that has been realised (or configured) for a particular product. It can also be used to describe a derived product.

As mentioned before (see Section “SPL IN AUTOMOTIVE ENGINEERING”) a large part of the application engineering activities in an established and optimized product line approach consist of reusing the platform artefacts from domain engineering and binding the variability as required for the different applications/products. In this process, the variability realisation mechanisms defined in the domain design and implementation artefacts are exercised and fixed to the particular customer product. Potentially pre-developed customer-specific application components are integrated into the product stub without violating the design decisions embedded in the overall software and hardware architecture. If domain and application engineering are concerted in such a way then product production becomes more a configuration and composition than a development activity. In this way, a mass-customization of products can be achieved and the upfront investment in domain engineering can be compensated by orders of magnitude.

Systematic variability management and product derivation can be supported by visualisation techniques and tools that support the understanding, management, and effective use of product line development artefacts, their built-in variability, and the dependencies among them.

Visualisation has proven useful to amplify cognition in a number of ways, for example, by increasing the “memory” and “amount of processing” available to users, by supporting the search for information, and by encoding information in a manipulable medium [42]. Visualisation takes abstract data, and gives it a form suitable for visual presentation. Such data can be explicitly collected from software or can be codified by software engineers from their own implicit knowledge. With suitable techniques such visualisations can also amplify the cognition about large and complex data sets created and used in industrial software product line engineering. The exploration of the potential of visual representations, such as trees and graphs, combined with the effective use of human interaction techniques, such as dynamic queries and direct manipulation, are interesting and novel research aspects in the software product line context.

Particularly, there are three areas where visualisation and interaction techniques could be effectively applied (see Figure 3):
1. Domain and application requirements artefacts
2. Domain and application realisation artefacts
3. Dependencies among requirements and realisation artefacts

**Figure 3 – Modelled areas which can be visualized**

For an example of a tool for visually informed variability management see the screenshot of the VISIT-FC prototype [43] shown in Figure 4.

**Figure 4 – Visual and interactive presentation of a feature configuration [43]**

Potential outcomes of visually informed variability management approaches that address COMPLEXITY are:

- **Reduced conceptual complexity.** Reduced conceptual complexity in understanding common and variable requirements and realisation artefacts and the dependencies among them in product lines with a high number of variation points. Performance improvement measures include the time for determining the number of common and variable requirements in the product line, the time for determining the number of dependencies among requirements and realisation artefacts.

- **Increased derivation efficiency for requirements artefacts.** Increased efficiency of work tasks of product line stakeholders dealing with the derivation of requirements artefacts during product derivation. Measures include the time for deriving the requirements specification for a particular customer product.

- **Increased derivation efficiency for realisation artefacts.** Increased efficiency of work tasks of product line stakeholders dealing with the derivation of realisation artefacts during product derivation. Measures include the time for deriving a product-specific realisation based on a given product-specific requirements specification.

- **Improved quality of derivation.** Improved quality of the derivation process by reduction of the probability of derivation errors caused by stakeholders dealing with requirements and realisation artefacts. Measures include the probability of errors for deriving the requirements specification and realisation artefacts for a particular customer product.

**ARCHITECTURE-BASED DEVELOPMENT**

We have discussed that software architecture embodies some of the earliest design decisions, which are hard and expensive to change if found flawed during downstream development activities. The role of software architecture in a family of systems becomes much more vital as architectures of individual products are derived from the core architecture. Hence, any flaw in the core architecture usually has ramifications for the achievement of required quality attributes for individual products in a family.

A systematic and integrated approach is required to address architectural issues throughout the software development lifecycle. Hofmeister et al. have proposed a general model of software architecture design [31]. This model has three activities: architectural analysis, architectural synthesis, and architectural evaluation. However, it does not consider the post-architecting activities, which are equally vital to ensure that the intent behind architecture design remains correct during implementation and maintenance of software architecture. Such an approach is called architecture-based development [36].

One of the main characteristics of architecture-based development is the role of quality attributes and architecture styles and patterns, which provide the basis for the design and evaluation of architectural decisions in this development approach.

Figure 5 shows a high level process model of architecture-based development that consists of six steps, each having several activities and tasks.
Architecture and interface specification

To address the challenges in architecture and interface specification we are developing methods and techniques for architecture conformance validation with an initial focus on structural behaviour. The method is based on an extension of the Reflexion modelling technique and is being tailored for use within a software product line context. This method can be used as part of the development or maintenance processes within the development organisation.

The main outcome of introducing such a method is to ensure that the architecture of the implemented systems actually is in step with what is designed. This conformance can be validated at various stages in the development or maintenance cycle. This ensures that costly rework or re-architecting of the implementation is avoided.

Quality attribute modelling

To address the elicitation and precise specification of quality attributes, we have been working on refining and evaluating existing scenario-based techniques as well as developing new ones. Scenarios have been used for a long time in several areas (military and business strategy and decision making). The software engineering community started using scenarios in user-interface engineering, requirements elicitation, performance modelling and more recently in software architecture discipline. Scenarios are considered quite effective for characterizing quality attributes (e.g., performance, usability) for eliciting and specifying software architectures because they are very flexible. Scenarios can be used for precisely specifying most quality attributes. For example, we can use scenarios that represent failure to specify availability and reliability, or scenarios that represent change requests to describe modifiability. Moreover, scenarios are normally concrete, enabling the user to understand their detailed effect. Scenarios used by the software architecture community can be classified into various categories, such as direct scenarios, indirect scenarios, complex scenarios, use case scenarios, growth scenarios, or exploratory scenarios.

Researchers have developed various frameworks for eliciting, structuring and classifying scenarios. For example, Lassing et. al. proposed a two dimensional framework to elicit change scenarios [44], Kazman et. al. proposed a generic three-dimensional matrix to elicit and document scenarios [45]. Bass et. al. provided a six elements framework to structure scenarios [46]. We have empirically evaluated different techniques for eliciting and structuring scenarios. Based on the results of our empirical research, we have devised various techniques to elicit and structure architecturally significant requirements. Table 1 presents a four element framework to elicit and structure scenarios. This framework is based on the six element framework suggested by Bass et al.

<table>
<thead>
<tr>
<th>Elements</th>
<th>Brief Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Stimulus</td>
<td>A condition that needs to be considered when it arrives at a system</td>
</tr>
<tr>
<td>Response</td>
<td>A measurable activity undertaken after the arrival of the stimulus</td>
</tr>
<tr>
<td>Environment</td>
<td>A system’s condition when a stimulus occurs, e.g., overloaded, running etc.</td>
</tr>
<tr>
<td>Stimulated Artefact</td>
<td>Some artefact that is stimulated; may be the whole system or a part of it.</td>
</tr>
</tbody>
</table>

Table 1 – Four elements scenario generation framework (Adapted from [46])

Having precisely specified quality attributes, an architect needs to sufficiently address the required quality attributes. We have mentioned that reliability and safety are considered the most vital quality attributes required by law in automotive industry. Our research has been focused on developing methodologies to improve safety, reliability and facilitate certification conformation to the emerging AUTOSAR standard. One methodology being developed incorporates formal verification using such tools as timed automata model checkers to satisfy safety and reliability properties in the context of software product lines.

A second methodology being developed incorporates formal (mathematically based) testing which includes test sufficiency analysis aiming to reduce testing of product lines to a scientifically measured sufficient minimum while maintaining the same level of reliability. These methodologies will be incorporated in the AUTOSAR specification and development processes.

The main outcome of introducing such methodologies especially in a product line context may be to reduce the
amount of effort in testing and reliability analysis that is needed at the final product build stage. If the testing and reliability of the domain/core assets can be guaranteed to a certain level, then when these are integrated to form a product there may be only a need to do the additional testing and reliability analysis rather than start from scratch.

Software architecture knowledge management

Software architecture researchers and practitioners have recently proposed different ways to capture contextual knowledge underpinning design decisions. An essential requirement of all these approaches is to describe architecture in terms of design decisions and the design rationale surrounding them. However, design decisions and their rationale are often not rigorously documented. One of the main reasons for this is the lack of suitable methodological and tool support. We have developed a framework for managing architecture knowledge (technical and contextual) [37]. This framework consists of techniques for capturing design decisions and contextual information, an approach to distil and document architectural knowledge from patterns, and a data model to characterize architectural constructs, their attributes and relationships. In order to support this framework, we have developed a web-based tool called PAKME (Process-centric Architecture Knowledge Management Environment) [30]. PAKME is also designed to act as a knowledge source for those who need rapid access to experience-based design decisions to assist in making new decisions or discovering the rationale for past decisions. Thus, PAKME serves as a repository of an organisation’s architecture knowledge analogous to an engineer’s handbooks, which consolidate knowledge about best practices in a certain domain. We have been modifying PAKME to support different activities of software architecture process (i.e., design, documentation, and evaluation) in automotive industry. Based on our successful trial of using PAKME to support architecture evaluation process for Avionics systems [47], we believe that PAKME is capable of addressing the knowledge management challenges in software architecture processes in the automotive industry.

Verification and validation of architecture decisions

Since software architecture plays a significant role in the life of a system, it is important to evaluate a system’s architecture as early as possible [46]. Architecture evaluation is considered one of the most important and effective techniques of addressing quality related issues at the software architecture level and mitigating architectural risks [33]. Moreover, architecture evaluation sessions are effective means of sharing and capturing architecture design rationale, the reasoning behind architecture design decisions [37]. Hence, before implementing a proposed architecture design, each architecture design decision needs to be sufficiently verified and validated not only for the quality requirements and project constraints, but also evaluated for interdependencies among different design decisions and their potential impact on quality requirements. Moreover, architecture design decisions also need to be optimized given the set of quality requirements and technical and non-technical constraints.

SEAMLESS MODEL-DRIVEN DEVELOPMENT

For seamless model-driven development with a flexible combination of interactive tools and automation we need semantically rich models. As a foundation for this, we require well-defined languages that allow for describing the knowledge used in the particular domain.

Consequently, if we want to apply model-driven approaches in an automotive engineering context we require languages to describe domain-specific knowledge, for instance the dynamic behaviour of electronic components, the interplay between software and hardware or the communication primitives exchanged on a CAN-Bus network [4].

Similarly, if we want to apply model-driven SPL approaches in an automotive engineering context we require languages to describe domain-specific knowledge, for instance the dynamic behaviour of electronic components, the interplay between software and hardware or the communication primitives exchanged on a CAN-Bus network [4].

Hence, we require such languages to describe the structure information processed in model-driven approaches. Besides modelling languages for general software engineering we require domain-specific modelling languages for the SPL/Automotive context. Models described in the modelling languages can be used as a foundation for interactive tools or automation. For instance, we have defined a meta-model for feature models [43]. Such models can be used as foundations for tools which allow one to (a) visualize the complex dependencies between the numerous features and (b) interact with the related feature configuration.

At the same time, such feature models can be used as input for model-driven product derivation. For instance, we developed a model-driven approach with model-transformations described in ATL [48] that derives the architecture for a particular application from the domain architecture for the overall product line. The decision which components are included in the application-specific architecture are based on feature configurations based on the aforementioned meta-model.

AGILE SOFTWARE DEVELOPMENT

In order to allow the integration of agile approaches with plan-driven development we are currently developing a Product Derivation Framework. This framework structures the derivation process and, hence, can be used to describe the integration of agile activities into a systematic and well-controlled process.
As a main outcome of this research we aim to combine
the advantages of both the agile and plan-driven worlds
– on the one hand gaining the flexibility of agile ap-
proaches, while maintaining the predictability of a well-
controlled methodology.

RELATED WORK

SPL AND AUTOMOTIVE SOFTWARE ENGINEERING

There are numerous general texts on SPL which provide
an introduction and overview of the research area, e.g.,
Clements et al. [2] and Pohl et al. [3]. An overview of
automotive software engineering is provided by Schäuf-
fele et al. [4]. Current challenges for automotive software
engineering are presented and discussed in [5].

VISUALLY INFORMED VARIABILITY MANAGEMENT

Several approaches to variability modelling have been
proposed (e.g., [3], [16], [49], [50], [51], [52], [53]). These
approaches use UML-like notations to model variability
and variation points in requirements and design arte-
facts. Recently, the formalization of variability emerged
as an important research area for automation in software
product lines. Existing approaches deal with the formal-
ization of domain requirements in feature models (e.g.,
[54], [55], [56], [57]), analysis of dependencies among
features (e.g., [58], [59], [60]), and (prototypical) tool
support (e.g., [61], [62]).

Several approaches and tools that support or partly
automate product derivation activities in software prod-
uct line development have been proposed (e.g., [15],
[63], [64], [65], [66], [67], [68], [69]). Deelstra et al. [15]
present a product derivation framework developed
based on two industrial case studies. McGregor [70] in-
troudes the product planning to facilitate product deriva-
tion in a product line organization. Krebs et al. [64] pro-
pose a derivation methodology based on a configuration
model that represents functionality and variability in the
product line.

Asikainen et al. [65] provide a product configuration
modelling language (PCML) and configuration tool (We-
CoTin). PCML supports the creation of feature models
for a software product line. WeCoTin is used to derive
valid feature models for particular products of the prod-
uct line. A similar tool for feature-based configuration is
discussed in [62].

Gomaa and Shin [66] focus on consistency in derivation
and present the PLUSEE tool (Product Line UML Based
Software Engineering Environment). PLUSEE can be
used for consistency checking among multiple product
line models (use case model, feature model, class
model, collaboration model, and statechart model, as
defined in [50]) and for deriving the product-specific
models based on a pre-selection of features. Similar ap-
proaches based on variation point propagation are dis-
cussed in [68] and [69].

Recently, the need for research in visually informed
variability modelling has been described by Nestor et al.
[19]. A research tool to support a visually informed and
interactive approach to feature configuration is pre-
ented in [43].

IMPROVED ARCHITECTURAL DESIGN PRACTICES

The software architecture community has been paying
significant attention to support the process of verifying
and validating architecture design decisions with respect
to desired functional and non-functional requirements.
There are numerous methods (such as ATAM [71],
QADA [72], and ArchDesigner [29]) available to validate
and optimize architecture design decisions and well-
known approaches have been described in published
books, e.g., Clement, at al., and Bosch [73].

SEAMLESS MODEL-DRIVEN DEVELOPMENT

There are numerous model-driven approaches sug-
gested in the literature. Introductions and overviews are
provided for instance by [74] and [75]. One of the most
prominent approaches is the Model-Driven Architecture
(MDA) suggested by the OMG [76].

Model-driven approaches require meta-modelling
mechanisms which allow the definition of new languages
for a particular purpose, e.g., OMG MOF [77], KM3 from
the ATLAS project [78] or Ecore from the Eclipse Model-
ding Framework [79].

The processing of models can be described using model
transformation languages, such as ATL [80] or the lan-
guages suggested by OMG QVT [81]. These technolo-
gies can be combined to platforms for model-driven
software development, which integrate meta-modelling,
different forms of transformations, template mechanisms
and allow to configure the sequence of transformation
steps. An example for such a platform is openArchitectureWare (oAW) [82].

AGILE SOFTWARE DEVELOPMENT

Authors who focus on the integration of SPL and Agile
approaches [83, 84] acknowledge the apparent conflict
between plan-driven processes and the flexibility pro-
moted by agile approaches. However, they claim that
these different worlds can be integrated.

The risk-based approach presented in [85] claims to
help organizations to decide whether they should use a
plan-driven approach, agile approaches or a mix of both.
To compare and distinguish agile and plan-driven envi-
ronments the author suggests discriminators such as
size, criticality and dynamism (see Table 2). When mix-
ing both types of approaches the authors suggest to first
structure the overall application with an architecture so
as to be able to encapsulate agile parts.
Table 2 – Discriminating factors for agile and plan-driven software development environments [85]

<table>
<thead>
<tr>
<th>Agile Discriminators</th>
<th>Plan-driven Discriminators</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Size</strong></td>
<td></td>
</tr>
<tr>
<td>Small products and teams; Reliance on tacit knowledge limits scalability</td>
<td>Methods for large products and teams; Hard to tailor down to small projects</td>
</tr>
<tr>
<td><strong>Criticality</strong></td>
<td></td>
</tr>
<tr>
<td>Untested on safety-critical products; Potential difficulties with simple design and lack of documentation</td>
<td>Methods for highly critical products; Hard to tailor down efficiently to low criticality products</td>
</tr>
<tr>
<td><strong>Dynamism</strong></td>
<td></td>
</tr>
<tr>
<td>Good for highly dynamic environments, Source for expensive rework for stable environments</td>
<td>Good for highly stable environments, Source for expensive rework for highly dynamic environments</td>
</tr>
<tr>
<td><strong>Personnel</strong></td>
<td></td>
</tr>
<tr>
<td>Continuous presence of a critical mass of scarce high-level experts required</td>
<td>Need a critical mass of scarce high-level experts during project definition, but can work with fewer later</td>
</tr>
<tr>
<td><strong>Culture</strong></td>
<td></td>
</tr>
<tr>
<td>Many degrees of freedom, thrive on chaos</td>
<td>Roles defined by clear policies, thrive on order</td>
</tr>
</tbody>
</table>

CONCLUSIONS

Automotive systems have become software intensive and the implementations required to provide the desired features get more and more complex. As a consequence it is necessary to use and extend practices from general software engineering and adapt them for the specific constraints of the automotive domain.

As in many other engineering disciplines, automotive software engineers strive to build high quality systems which fulfil all requirements. However, at the same time they are faced with the need to stay cost effective and build the system within time and resource constraints. Software Product Line approaches seem to be a promising solution to deal with these challenges and the special conditions of software-intensive products in the automotive domain, since they offer the opportunity to build a variety of similar systems with a minimum of technical diversity and thus allows for strategic reuse of components.

In this paper we have outlined some of the challenges facing automotive software engineering and approaches that address these challenges, which we feel can make a significant difference in the development of automotive software systems. Our approaches tackle issues in complexity, architecture and process efficiency which as we continue to develop our approaches and apply them in the automotive systems domain have the potential to make significant improvements on current practices.
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